**FACE DETECTION**

**Import Libraries**

import cv2

import matplotlib.pyplot as plt

**Read the Image and display shape**

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people1.jpg')

display (image.shape)

**Display the image with Matplotlib**

plt.imshow(image)

plt.show()

**Print Image Values – Pixel Values**

print(image)

**Display the image with CV2**

The image will be opened in a new window

The image will open and close quickly, it is necessary to add wait key

Once the wait is added the image will be opened till you press a key

waitKey() waits for a key press to close the window and 0 specifies indefinite loop . 1 means 1 milli second, 1000 milli second is 1 second.

cv2.imshow('', image)

cv2.waitKey(10000)

# cv2.destroyAllWindows() simply destroys all the windows we created.

cv2.destroyAllWindows()

**Resize the image**

**The image pixel size is 1280 X 1920. Since this is a**

**big image use resizes to reshape the image 800X600**

image = cv2.resize(image, (800, 600))

image.shape

**Display the image – small size image**

cv2.imshow('',image)

cv2.waitKey(10000)

cv2.destroyAllWindows()

**Gray scale the image – Convert to Back and White**

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

cv2.imshow('',image\_gray)

cv2.waitKey(10000)

cv2.destroyAllWindows()

**Display the Size of the Grayscale image (Back and White)**

**Once dimension has reduced – No colour dimension**

display (image\_gray.shape)

Create the Model CascadeClassifier

**cascade classifier** is a machine learning-based approach where a cascade function is trained from a lot of positive and negative images. It is then used to detect objects in other images.

Cascading classifiers are **trained with several hundred "positive" sample views of a particular object and arbitrary "negative" images of the same size**. After the classifier is trained it can be applied to a region of an image and detect the object in question.
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**haarcascade\_frontalface\_default. xml** : **Detects faces**.

haarcascade\_eye. xml Detects the left and right eyes on the face.

**Load Face Detector .xml file**

face\_detector = cv2.CascadeClassifier('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Cascades\\haarcascade\_frontalface\_default.xml')

display (face\_detector)

**Display the Face detection co-ordinates**

Each row for each face detected -The values in each row have the co-ordinates such as x,y, width, height.

In this example, the algorithm detected 6 faces, that is 6 rows in the result.

detections = face\_detector.detectMultiScale(image\_gray)

display (detections)

**Display the length- Number of faces detected**

display (len(detections))

**Display each detected face with rectangle**

x=390 # X - Co ordinates

y=323 # Y- Co ordinates

w=56 # Face Width

h=56 # Face Height

# Draw the rectangle with co-ordinate specified above

# (0,255,255) - This is RBG colour for rectangle

# 1 is the thickness of rectangle

cv2.rectangle(image\_gray, (x, y), (x + w, y + h), (0,255,255), 1)

cv2.imshow('', image\_gray)

cv2.waitKey(10000)

cv2.destroyAllWindows()

**Display second detected face with rectangle**

x=115 # X - Co ordinates

y=124 # Y- Co ordinates

w=52 # Face Width

h=52 # Face Height

# Thickness is 5, thicker rectangle

cv2.rectangle(image\_gray, (x, y), (x + w, y + h), (0,255,255), 5)

cv2.imshow('', image\_gray)

cv2.waitKey(10000)

cv2.destroyAllWindows()

**Display third detected face with rectangle**

x=475 # X - Co ordinates

y=123 # Y- Co ordinates

w=59 # Face Width

h=59 # Face Height

cv2.rectangle(image\_gray, (x, y), (x + w, y + h), (0,255,255), 5)

cv2.imshow('', image\_gray)

cv2.waitKey(10000)

cv2.destroyAllWindows()

**Display all detected face with rectangle**

for (x, y, w, h) in detections:

#print (x, y, w, h)

cv2.rectangle(image\_gray, (x, y), (x + w, y + h), (0,255,255), 5)

cv2.imshow('', image\_gray)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Face Detection by Colour image**

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people1.jpg')

display (image.shape)

image = cv2.resize(image, (800, 600)) # Resize image

display (image.shape)

detections = face\_detector.detectMultiScale(image)

display (detections)

**Display Image**

for (x, y, w, h) in detections:

#print (x, y, w, h)

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,255), 5)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Parameter -Scale Factor**

The argument scaleFactor **determines the factor by which the detection window of the classifier is scaled down per detection pass**. A factor of 1.1 corresponds to an increase of 10%. Hence, increasing the scale factor increases performance, as the number of detection passes is reduced

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people1.jpg')

image = cv2.resize(image, (800, 600)) # Resize image

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = face\_detector.detectMultiScale(image\_gray, scaleFactor = 1.09)

display (detections)

for (x, y, w, h) in detections:

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 5)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Parameter –** **minNeighbors**

Load the image and display it

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people2.jpg')

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

Face Detections in the normal way – It has many False Positive

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people2.jpg')

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = face\_detector.detectMultiScale(image\_gray, scaleFactor = 1.09)

display (detections)

for (x, y, w, h) in detections:

print(w, h)

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Use Parameter –** **minNeighbors – It reduces False Positive**

minNeighbors – **Parameter specifying how many neighbors each candidate rectangle should have to retain it**. In other words, this parameter will affect the quality of the detected faces. Higher value results in less detections but with higher quality

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people2.jpg')

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = face\_detector.detectMultiScale(image\_gray, scaleFactor = 1.2,minNeighbors=7)

display (detections)

for (x, y, w, h) in detections:

print(w, h)

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Use Parameter –** **minSize and  maxSize**

1. **minSize** : Minimum possible object size. Objects smaller than that are ignored. That is the rectangle size.
2. **maxSize** : Maximum possible object size. Objects larger than that are ignored.

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people2.jpg')

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = face\_detector.detectMultiScale(image\_gray, scaleFactor = 1.2,

minNeighbors=7,minSize=(20,20), maxSize=(100,100))

display (detections)

for (x, y, w, h) in detections:

print(w, h)

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Eye Detector**

**Load eye detector .xml file**

eye\_detector= cv2.CascadeClassifier('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Cascades\\haarcascade\_eye.xml')

display (eye\_detector)

**Use both eye detection and Face detection**

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people1.jpg')

display (image.shape)

image = cv2.resize(image, (1600,1000)) # Resize image

print(image.shape)

face\_detections = face\_detector.detectMultiScale(image, scaleFactor = 1.3, minSize = (30,30))

for (x, y, w, h) in face\_detections:

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

eye\_detections = eye\_detector.detectMultiScale(image, scaleFactor = 1.1, minNeighbors=10, maxSize=(60,60))

for (x, y, w, h) in eye\_detections:

print(w, h)

cv2.rectangle(image, (x, y), (x + w, y + h), (0,0,255), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Car Detector**

**Load .xml File**

car\_detector = cv2.CascadeClassifier('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Cascades\\cars.xml')

display (car\_detector)

**Load the image and display the shape**

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\car.jpg')

display (image.shape)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Car Detector**

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = car\_detector.detectMultiScale(image\_gray, scaleFactor = 1.03, minNeighbors=8)

for (x, y, w, h) in detections:

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Clock Detector**

**Load .xml File**

clock\_detector = cv2.CascadeClassifier('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Cascades\\clocks.xml')

display (clock\_detector)

**Load image**

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\clock.jpg')

display (image.shape)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Clock Detector**

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = clock\_detector.detectMultiScale(image\_gray, scaleFactor = 1.03, minNeighbors=1)

for (x, y, w, h) in detections:

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Full Body Detector**

**Load .xml File**

full\_detector = cv2.CascadeClassifier('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Cascades\\fullbody.xml')

display (full\_detector)

**Load image**

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people3.jpg')

display (image.shape)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

**Body Detector**

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

detections = full\_detector.detectMultiScale(image\_gray, scaleFactor = 1.05, minNeighbors=5, minSize = (50,50))

for (x, y, w, h) in detections:

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

Face detection with HOG and Dlib

Install dlib

Activate new environment – CV

activate CV

![](data:image/png;base64,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)

Install DLIB

Type in the command prompt of CV

conda install -c conda-forge dlib
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After install import DLIB in Jupyter Notebook
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Import Library

import dlib

Load Image

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people2.jpg')

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

Create the Model

face\_detector\_hog = dlib.get\_frontal\_face\_detector()

detections = face\_detector\_hog(image, 1) # 1 – is the scale factor

Prediction / Detections Create the Model

display (len(detections))

display (detections)

Mark the face in one image

print(detections[0])

print(detections[0].left())

print(detections[0].top())

print(detections[0].right())

print(detections[0].bottom())

cv2.rectangle(image, (detections[0].left(), detections[0].top()), (detections[0].right(), detections[0].bottom()), (0, 255, 255), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

For loop to mark face in all images

for face in detections:

l, t, r, b = face.left(), face.top(), face.right(), face.bottom()

cv2.rectangle(image, (l, t), (r, b), (0, 255, 255), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

Face detection with CNN and Dlib

Load Image

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people2.jpg')

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

Open the Detector

cnn\_detector = dlib.cnn\_face\_detection\_model\_v1('C:\\Noble\\Training\\Course Content\\Computer Vision\\Weights\\mmod\_human\_face\_detector.dat')

display (cnn\_detector)

Create the model and Mark the image

# It may take more time to display the result

detections = cnn\_detector(image, 1)

for face in detections:

l, t, r, b, c = face.rect.left(), face.rect.top(), face.rect.right(), face.rect.bottom(), face.confidence

print(c)

cv2.rectangle(image, (l, t), (r, b), (255, 255, 0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

Example with Haarcascade , HOG ,CNN

Note: CNN code is not mentioned below, due to performance challenges

Haarcascade

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people3.jpg')

image\_gray = cv2.cvtColor(image, cv2.COLOR\_BGR2GRAY)

haarcascade\_detector = cv2.CascadeClassifier('C:\\Noble\\Training\\Course Content\\Computer Vision\\Cascades\\haarcascade\_frontalface\_default.xml')

detections = haarcascade\_detector.detectMultiScale(image\_gray, scaleFactor = 1.001, minNeighbors=5, minSize = (5,5))

for (x, y, w, h) in detections:

cv2.rectangle(image, (x, y), (x + w, y + h), (0,255,0), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()

HOG

image = cv2.imread('C:\\Noble\\Training\\Acmegrade\\Machine Learning\\Projects\\PRJ Face Detection\\Data Set\\people3.jpg')

face\_detector\_hog = dlib.get\_frontal\_face\_detector()

detections = face\_detector\_hog(image, 4)

for face in detections:

l, t, r, b = (face.left(), face.top(), face.right(), face.bottom())

cv2.rectangle(image, (l, t), (r, b), (0, 255, 255), 2)

cv2.imshow('',image)

cv2.waitKey(10000)

plt.show()

cv2.destroyAllWindows()